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ABSTRACT
The Thread networking protocol is expected to be utilized by a
plethora of smart home devices as one of the IP-based networking
technologies that will be supported by theMatter standard that is be-
ing developed by members of the Connectivity Standards Alliance.
Thread has been developed by the Thread Group as an application-
agnostic protocol that builds on top of the IEEE 802.15.4 standard to
enable IPv6-based low-power wireless mesh networking. However,
unlike other IEEE 802.15.4-based protocols like Zigbee, the security
of Thread networks has been relatively less analyzed in the litera-
ture. Given that commercial Thread devices are expected to interact
with the physical world, vulnerabilities in their communication
protocols could impact the physical security of end users. In this
work we analyze the security of Thread networks by repurposing
hardware and software tools that have been used for the security
analysis of Zigbee networks. We used development boards that
were flashed with OpenThread binaries to gain insight into the
nature of Thread traffic and to study their susceptibility to a set
of energy depletion attacks and online password guessing attacks.
Lastly, we are publicly releasing our software enhancements as well
as our dataset of captured Thread packets.

CCS CONCEPTS
• Security andprivacy→Mobile andwireless security;Denial-
of-service attacks; • Networks → Mobile and wireless security;
Denial-of-service attacks; Home networks; Sensor networks.
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Thread, IEEE 802.15.4, energy depletion attacks, online password
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1 INTRODUCTION
One of the main challenges of the Internet of Things (IoT) [8] is to
make everyday devices accessible remotely and securely as either
sensors, actuators, or both. Door locks, motion sensors, cameras,
thermostats, speakers, and light bulbs are only a few examples of
such devices that are now connected to the Internet. End users
can monitor the state of their IoT devices (e.g., whether a door is
locked or unlocked), issue commands to change the state of their IoT
devices (e.g., unlock a door), and automate the execution of certain
tasks (e.g., turning the lights on whenever motion is detected).
However, different IoT devices may have different requirements. For
example, a smart speaker may require a high-data-rate connection,
while a smart motion sensor may require a long battery life. As
a result, a variety of communication protocols may be utilized in
order to support the operation of a smart environment.

Amazon, Apple, Google, and the Zigbee Alliance (now known
as the Connectivity Standards Alliance) announced the formation
of a new working group in December 2019 for the development
of an IP-based smart home connectivity standard that would in-
crease compatibility among IoT devices [15]. This unifying standard
was initially referred to as Project Connected Home over IP (CHIP),
whichwas rebranded asMatter inMay 2021 [17]. At the time of writ-
ing, the launch of Matter 1.0 is expected to take place in Fall 2022,
which will be followed by the opening of the formal certification
program for Matter-enabled products [16]. As illustrated in Figure 1,
Thread [49] is currently the only IEEE 802.15.4-based networking
protocol that has been selected for the Matter standard [18]. More
specifically, Thread has been developed by the Thread Group as an
application-agnostic protocol that enables IPv6-based low-power
wireless mesh networking [32]. Furthermore, OpenThread [43] is
an open-source implementation of the Thread networking protocol
that has been ported to multiple platforms. It should be noted that,
since Thread is application-layer agnostic, manufacturers of Thread
products have the flexibility to choose from a variety of application
layers to enable device connectivity across different networks, with
the Matter application layer expected to be one such option.

Similar to other IoT devices that interact with the physical world,
vulnerabilities in Thread devices can affect the physical security
of end users. However, the security of Thread networks has not
been popular in the literature. This motivated us to study whether
Thread is susceptible to known attacks on Zigbee [19], an IEEE
802.15.4-based protocol that has been used in smart environments
for several years, as well as attacks that are unique to Thread. Our
contributions in this paper can be summarized as follows:

• We describe a set of observations about the nature of Thread
traffic, which we made by performing multiple experiments

1
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Figure 1: Thread is currently the only networking protocol over IEEE 802.15.4 that is considered for the Matter standard [18].

with development boards that were flashedwith OpenThread
binaries to operate as Thread devices.

• We demonstrate that an outside attacker can launch a set
of energy depletion attacks that prevent an OpenThread-
enabled device from returning to its energy-saving sleep
mode.

• We present a set of attacks that incorporate selective jam-
ming and spoofing techniques in an attempt to guess the
low-entropy password of a Thread device during the com-
missioning process.

• We are publicly releasing the Thread packets that we cap-
tured during our experiments as well as the source code that
we wrote in order to study the security of Thread networks.1

We reached out to the Thread Group in January 2022 to responsibly
disclose our findings and mitigation recommendations, while we
continued providing updates about further improvements that we
made to our proof-of-concept attacks.

The rest of this paper is organized as follows. In Section 2 we
provide relevant background information about the Thread net-
working protocol, while in Section 3 we review related work on the
security of Thread networks. Our threat model and assumptions
are provided in Section 4, followed by our discussion on the results
of our packet analysis experiments in Section 5. Then, we report
the results from our energy depletion attack experiments and our
online password guessing attack experiments in Sections 6 and 7
respectively, while we conclude in Section 8.

2 BACKGROUND
In this sectionwe provide a brief overview of the Thread networking
protocol [49]. Although Thread Group members have access to the
Thread specification and documents [48], there are several publicly
accessible sources of information that an independent security
analyst could use to learn about the operation of Thread networks.

There is a variety of device types and roles that can be observed
in a Thread network [41, 53]. A Thread device can be either a Full
Thread Device (FTD) or a Minimal Thread Device (MTD). Unlike
FTDs, MTDs are expected to have significant resource constraints,
which is reflected in the different roles that they can assume. An
FTD can operate as a Thread Router in order to provide routing
services to other Thread devices, with its receiver being enabled
even when it is idle. In each Thread network, one of its Thread
Routers is elected to assume the role of the Thread Leader, which
1Our dataset will be available on CRAWDAD [20], while our source code will be
available on the corresponding GitHub repositories.

TL

TR

TR

REED

FED

MEDSED

BR

Internet

Abbreviations
TL: Thread LeaderTR: Thread RouterREED: Thread Router-Eligible End DeviceFED: Thread Full End DeviceMED: Thread Minimal End DeviceSED: Thread Sleepy End DeviceBR: Thread Border Router

Figure 2: An example of a few roles that can be observed in
a Thread network [41, 53].

takes additional responsibilities that are related to the management
of the Thread network. If a Thread network becomes partitioned
due to lost connectivity, then each partition is treated as a different
Thread network that elects its own Thread Leader. If the Thread
Leader disconnects at some point, then another Thread Router will
be elected to take its place so that the Thread network will continue
having a Thread Leader. Note that each Thread network can have
up to 32 active Thread Routers. However, an FTD can also operate as
a Thread Router-Eligible End Device, which does not provide routing
services to other Thread devices but can be promoted to a Thread
Router through the Thread Leader if the required conditions are
met. If an FTD is not capable of operating as a Thread Router, then
it operates as a Thread Full End Device. A battery-powered MTD
can operate as a Thread Sleepy End Device in order to conserve its
energy by disabling its receiver when it is idle [50]. Alternatively,
anMTD could operate as a Thread Minimal End Device that keeps its
receiver enabled even when it is idle. Two additional roles that an
MTD may be able to assume are that of a Synchronized Sleepy End
Device and that of a Bluetooth End Device. The main characteristic of
all these End Device roles is that they rely on a Thread Router or the
Thread Leader for their routing services. Furthermore, any Thread
device that can provide connectivity between a Thread network
and a non-Thread network is considered a Thread Border Router.
In Figure 2 we provide an example of a Thread network topology
with some of the roles that we described in this paragraph.

2
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Figure 3: In Thread networks, the commissioner authenti-
cates a joiner through a DTLS handshake, which may have
to be relayed by a router [51].

Since Thread networks are IEEE 802.15.4-based networks, each
Thread network is using a Personal Area Network Identifier (PAN
ID) to distinguish itself from other nearby networks [29, p. 14].
However, each Thread network is also utilizing an Extended PAN ID
and a Network Name [40]. Furthermore, note that the IEEE 802.15.4
standard supports the usage of 16-bit short addresses and 64-bit
extended addresses on the Medium Access Control (MAC) layer [29,
p. 140]. Thread devices are embedding routing information in these
addresses that is in turn used for IPv6 addressing purposes [39, 53].
More specifically, Thread devices are transmitting and receiving
IPv6 packets by utilizing the 6LoWPAN adaptation layer [27, 35]
above the MAC layer [52], where 6LoWPAN stands for IPv6 over
Low-Power Wireless Personal Area Network. Two key features
of the 6LoWPAN adaptation layer are header compression and
packet fragmentation. Thread devices are also using the Mesh Link
Establishment (MLE) protocol [31] to configure links and distribute
information about the Thread network [53]. It is important to note
that MLE frames can be secured using the same security suite as
MAC frames (that is, AES-128 [36] in CCM* mode [29, p. 231],
which is an extension of the CCM mode [22]), but with a different
cryptographic key. We describe how these MAC keys and MLE keys
can be derived in the next paragraph.

Thread networks use an elliptic-curve variant of the Password-
Authenticated Key Exchange by Juggling (J-PAKE) protocol [25],
which incorporates the Schnorr non-interactive zero-knowledge
proof mechanism [26], to establish a shared secret between two au-
thenticated devices based on a shared low-entropy password [51].
The authentication is performed during a Datagram Transport
Layer Security (DTLS) handshake [45] between an authorized com-
missioner and a joiner that wants to join the Thread network. Fig-
ure 3 shows the messages that are exchanged during a successful
DTLS handshake where the commissioner and the joiner commu-
nicate directly. If they cannot communicate directly, then the DTLS
handshake will have to be relayed by a router. After a successful
completion of the Thread commissioning process, the joiner will
have received several network parameters including a master key.
According to Wireshark2, given a 128-bit master key KMaster, a 32-
bit sequence counter c , and an 8-bit key index i , if we first compute
2https://gitlab.com/wireshark/wireshark/-/blob/
5ecb57cb9026cebf0cfa4918c4a86942620c5ecf/epan/dissectors/packet-thread.c

a messagem as

m = ((c & 0x80) + ((i − 1) & 0x7f)) | | 0x546872656164, (1)

then we can derive the 128-bit MAC key KMAC and the 128-bit MLE
key KMLE by computing

KMLE | | KMAC = HMAC_SHA256(KMaster, m), (2)

where & denotes the bitwise AND operation, | | denotes the concate-
nation operation, and HMAC_SHA256(·, ·) denotes the keyed-hash
message authentication code (HMAC) function [33] that uses the
SHA-256 hash function [37]. In words, the MLE key corresponds
to the first 128 bits of the output of the HMAC-SHA256 function
that has been parameterized by the master key and the computed
message, while the last 128 bits correspond to the MAC key. An
equivalent derivation process can be observed in OpenThread’s
implementation of the Thread networking protocol.3

3 RELATEDWORK
To the best of our knowledge, only a few researchers have analyzed
the security of Thread networks in the literature so far. Liu et al.
proposed a security assessment taxonomy for building automation
systems and applied it to the Thread networking protocol [34]. They
identified a number of potential security issues in Thread networks,
most of which are inherited from the IEEE 802.15.4 standard. For
example, jamming [56] and MAC acknowledgment spoofing [46]
are two types of attacks against IEEE 802.15.4-based networks that
have been well known for several years. However, note that such
attacks can also be combined to launch more sophisticated attacks.
Regarding the Thread commissioning process, Liu et al. argued
that an attacker could degrade the performance of the network
by flooding it with either Beacon Requests or DTLS handshakes.
In contrast, the attacks that we present in Section 7 prevent the
successful commissioning of legitimate Thread devices that in turn
enables the attacker to perform multiple online password guesses
in certain scenarios. Dinu and Kizhvatov analyzed an electromag-
netic side-channel attack on a development board that was running
OpenThread [21]. However, their threat model differs from ours
significantly. As we mention in Section 4, physical attacks like the
one that Dinu and Kizhvatov analyzed are outside the scope of this
work. Instead, we are focusing on attacks that could be launched
against nearby Thread devices over the communication channel,
without having prior knowledge of any cryptographic keys.

Given that both Zigbee and Thread are based on the IEEE 802.15.4
standard, we wanted to test whether battery-powered Thread de-
vices could be susceptible to a known energy depletion attack
against battery-powered Zigbee devices, even though Thread net-
works utilize MAC-layer security services that are disabled in Zig-
bee networks. Cao et al. proposed an energy depletion attack, where
an outside attacker is transmitting spoofed packets with supposedly
encrypted and authenticated data to trick a targeted Zigbee node
into wasting its energy by receiving those packets and performing
unnecessary security computations [14]. Akestoridis and Tague
improved upon the aforementioned attack by selectively jamming
Data Requests and making the aggressiveness of the energy deple-
tion attack configurable [7]. However, the existing implementation
3https://github.com/openthread/openthread/blob/
395d502576025f432e37da5538abf53ed4615700/src/core/thread/key_manager.cpp

3

https://gitlab.com/wireshark/wireshark/-/blob/5ecb57cb9026cebf0cfa4918c4a86942620c5ecf/epan/dissectors/packet-thread.c
https://gitlab.com/wireshark/wireshark/-/blob/5ecb57cb9026cebf0cfa4918c4a86942620c5ecf/epan/dissectors/packet-thread.c
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https://github.com/openthread/openthread/blob/395d502576025f432e37da5538abf53ed4615700/src/core/thread/key_manager.cpp


349

350

351

352

353

354

355

356

357

358

359

360

361

362

363

364

365

366

367

368

369

370

371

372

373

374

375

376

377

378

379

380

381

382

383

384

385

386

387

388

389

390

391

392

393

394

395

396

397

398

399

400

401

402

403

404

405

406

WiSec ’22, May 16–May 19, 2022, San Antonio, Texas, USA Akestoridis et al.

407

408

409

410

411

412

413

414

415

416

417

418

419

420

421

422

423

424

425

426

427

428

429

430

431

432

433

434

435

436

437

438

439

440

441

442

443

444

445

446

447

448

449

450

451

452

453

454

455

456

457

458

459

460

461

462

463

464

of this energy depletion attack cannot be launched against a Thread
Sleepy End Device because of differences in the formatting of Zig-
bee packets and Thread packets. As we explain in Section 6, we
were able to launch similar energy depletion attacks against our
OpenThread-enabled device by modifying the condition for the
selective jamming of Data Requests and the format of the spoofed
packets. More specifically, we adapted the jamming condition to
match the formatting of Data Requests that are transmitted by
Thread Sleepy End Devices, while we also injected five different
spoofed packet types in order to test whether our Thread Sleepy
End Device would waste its energy by processing them over long
periods of time instead of conserving its energy in sleep mode.

4 THREAT MODEL AND ASSUMPTIONS
We consider an attacker that has no prior knowledge of any cryp-
tographic keys for our threat model. The security objectives that
we have set for Thread networks are (a) authenticity, (b) integrity,
(c) confidentiality, and (d) availability. The attacker attempts to
violate as many security objectives as possible, with their primary
goal being to obtain the cryptographic keys of a targeted Thread
network. We assume that the attacker has the required hardware
and software tools within communication range of the targeted
Thread network in order to (a) capture, (b) transmit, (c) jam, and
(d) analyze Thread packets. Regarding the end user and their de-
vices, we assume that they are not deliberately downgrading the
security of the Thread network, with physical attacks being outside
the scope of this work. Furthermore, regarding the security of the
Thread commissioning process, we are focusing on the scenario
where the commissioner communicates with the joiner directly.

If the attacker succeeds in obtaining the cryptographic keys of
a targeted Thread network, then they could launch several imper-
sonation attacks against it. Such a scenario would be especially
concerning if the application layer above Thread relies on its cryp-
tographic keys as well, since that would enable the attacker to
launch command injection attacks that would change the state of
actuators and to decrypt potentially sensitive sensor data. How-
ever, even if the application layer above Thread utilizes security
services with a different set of cryptographic keys, an attacker that
has obtained the master key of a Thread network could still launch
several disruptive network-layer attacks such as spoofing routing
information and dropping packets that it should forward [30, 55].

5 PACKET ANALYSIS EXPERIMENTS
Reconnaissance is typically considered the first phase of an intru-
sion into a traditional computer network [13, 28]. Similarly, an
outside attacker would typically start by launching reconnaissance
attacks in order to gather information about the Thread devices that
they would like to target. Since the attacker does not have any prior
knowledge about the end user’s cryptographic keys, they have to
rely on information that can be inferred either directly or indirectly
from unencrypted data. In Section 5.1 we describe the experiments
that we conducted in order to study what information an outside
attacker could infer from a nearby Thread network. We delineate
our observations in Section 5.2, which enabled us to develop the
energy depletion attacks and the online password guessing attacks
that we present in Sections 6 and 7 respectively.

Figure 4: One of the Adafruit Feather nRF52840 Express de-
vices [1] that we used in order to form Thread networks,
which were flashed with OpenThread binaries for Nordic
Semiconductor nRF528xx SoCs [42].

5.1 Setup
We used four Adafruit Feather nRF52840 Express devices [1], one
of which is shown in Figure 4, in order to conduct our experiments.
We flashed these devices with OpenThread binaries for Nordic
Semiconductor nRF528xx SoCs [42] tomake them operate as Thread
devices that we configured as follows:

• One device was flashed with an FTD OpenThread binary
that had the COMMISSIONER and JOINER functionalities en-
abled. This device was used as a legitimate commissioner
that would initially operate as a Thread Leader.

• One device was flashed with an FTDOpenThread binary that
had only the JOINER functionality enabled. This device was
used as a legitimate joiner that would operate as a Thread
Router shortly after joining a Thread network.

• One device was flashed with an MTD OpenThread binary
that had only the JOINER functionality enabled. This device
was used as a legitimate joiner that would operate as a Thread
Sleepy End Device shortly after joining a Thread network.

• One device was flashed with an FTDOpenThread binary that
had the COMMISSIONER and JOINER functionalities enabled.
This device was used for impersonation purposes.

We conducted 19 experiments in order to study a representative
sample of Thread packets, which included (a) observing Thread
traffic during idle periods, (b) commissioning with and without
specifying the joiner’s 64-bit IEEE address, (c) causing commission-
ing errors, (d) generating ping and UDP messages, (e) disconnect-
ing and reconnecting a Thread device, (f) downgrading a Thread
Router, and (g) attempting to cause PAN ID conflicts. We used a
USRP N210 [23] and GNU Radio [24] in order to capture the packets
that our Thread devices transmitted. In particular, we generated
19 pcap files by utilizing the gr-foo and gr-ieee802-15-4 mod-
ules [9–11], along with the IEEE 802.15.4 transceiver flow graph of
the grc-ieee802154 repository [2]. We used Wireshark [54] for
the manual inspection of our pcap files, with a configuration profile
that we developed for Thread traffic.4 Furthermore, we enhanced
the packet dissection capabilities of Scapy [47] in order to inspect
our pcap files programmatically.5 Our Scapy enhancements include
improvements to the dissection of beacons, secured MAC frames,
and 6LoWPAN header fields, as well as the creation of an mle layer

4https://github.com/akestoridis/wireshark-thread-profile
5Our enhancements have been submitted to Scapy’s repository as a pull request.

4

https://github.com/akestoridis/wireshark-thread-profile


465

466

467

468

469

470

471

472

473

474

475

476

477

478

479

480

481

482

483

484

485

486

487

488

489

490

491

492

493

494

495

496

497

498

499

500

501

502

503

504

505

506

507

508

509

510

511

512

513

514

515

516

517

518

519

520

521

522

On the Security of Thread Networks: Experimentation with OpenThread-Enabled Devices WiSec ’22, May 16–May 19, 2022, San Antonio, Texas, USA

523

524

525

526

527

528

529

530

531

532

533

534

535

536

537

538

539

540

541

542

543

544

545

546

547

548

549

550

551

552

553

554

555

556

557

558

559

560

561

562

563

564

565

566

567

568

569

570

571

572

573

574

575

576

577

578

579

580

for the identification of different MLE commands. In addition, we
enhanced the security analysis capabilities of Zigator [4] to support
Thread networks.6 We used our enhanced version of Zigator to
store the header fields of our captured Thread packets in an SQLite
database for the subsequent execution of SQL queries, as well as to
inject forged packets with an ATUSB [44] during the experiment
where we attempted to cause PAN ID conflicts.

5.2 Observations
5.2.1 MAC Frame Types. According to the IEEE 802.15.4-2006 stan-
dard, there are four possible MAC frame types [29, p. 139]: beacons,
MAC Data packets, MAC acknowledgments, and MAC commands.
Although we observed all four of these MAC frame types during
our experiments, we only observed two out of the nine possible
MAC commands [29, p. 149], namely: Data Requests and Beacon
Requests. In contrast, Zigbee networks have been observed to uti-
lize six MAC commands [5]. For example, while Zigbee devices
rely on Association Requests and Association Responses to join a
Zigbee network, Thread devices perform the DTLS handshake over
MAC Data packets to join a Thread network. Note that even though
all Data Requests that we captured during our experiments were
secured by 32-bit Message Integrity Codes, this does not preclude
their selective jamming because they are the only MAC commands
that are transmitted by Thread devices with a length of either 22
or 34 bytes (depending on the packet’s addressing mode). Interest-
ingly enough, even if other MAC commands were utilized with the
same packet lengths, according to the IEEE 802.15.4-2006 standard,
the Command Identifier field of MAC commands is transmitted
unencrypted even when MAC-layer security is enabled [29, p. 200].
Thus, it is possible for an outside attacker to identify Data Requests,
as they are being transmitted by Thread devices, and selectively
jam them in order to prevent their successful delivery. We take ad-
vantage of this observation to develop the energy depletion attacks
that we describe in Section 6.

5.2.2 MLE Command Types. The format of MLE frames has been
defined in an Internet-Draft, along with seven MLE command
types [31]. However, Wireshark is currently recognizing 18 MLE
command types.7 We observed 14 out of these 18 MLE commands
during our experiments, which are shown in Table 1 along with
the MAC-layer and MLE-layer security services that they utilized,
most of which utilized security services only on the MLE layer. For
example, the payload of each Advertisement command that we cap-
tured was encrypted and appended with a 32-bit Message Integrity
Code. Interestingly enough, unlike secured MAC commands, MLE
commands that utilized MLE-layer confidentiality services were
encrypting their Command Type fields along with their payloads.
The only MLE commands that we observed with both MAC and
MLE security enabled were Announce commands. Notably, Discov-
ery Requests and Discovery Responses did not utilize any security
services since they are transmitted before a joiner initiates a DTLS
handshake. We further discuss how an attacker can leverage this
fact for impersonation purposes in Section 7.

6Our enhancements have been pushed to Zigator’s repository.
7https://gitlab.com/wireshark/wireshark/-/blob/
5ecb57cb9026cebf0cfa4918c4a86942620c5ecf/epan/dissectors/packet-mle.c

Table 1: The MLE command types that we observed during
our experiments, along with the MAC-layer and MLE-layer
security attributes that they used, if enabled.

MLE Command Type MAC Security MLE Security

Link Request Disabled ENC-MIC-32
Link Accept Disabled ENC-MIC-32
Link Accept and Request Disabled ENC-MIC-32
Advertisement Disabled ENC-MIC-32
Data Response Disabled ENC-MIC-32
Parent Request Disabled ENC-MIC-32
Parent Response Disabled ENC-MIC-32
Child ID Request Disabled ENC-MIC-32
Child ID Response Disabled ENC-MIC-32
Child Update Request Disabled ENC-MIC-32
Child Update Response Disabled ENC-MIC-32
Announce ENC-MIC-32 ENC-MIC-32
Discovery Request Disabled Disabled
Discovery Response Disabled Disabled

5.2.3 Unencrypted Header Fields. In addition to most of our cap-
tured MLE commands, we also observed other MAC Data packets
that were transmittedwithout utilizingMAC-layer security services.
These corresponded to fragmented and unfragmented 6LoWPAN
packets that were used to perform the DTLS handshake of the
Thread commissioning process. All of these unsecured MAC Data
packets are transmitting valuable information unencrypted that
an outside attacker can incorporate into their attacks, such as ad-
dressing fields and port numbers. However, it should be noted that
even with MAC-layer security enabled, the MAC-layer header fields
are still being transmitted unencrypted. Furthermore, similar to
Discovery Requests and Discovery Responses, all the header fields
of Beacon Requests and Thread beacons were transmitted unen-
crypted. Lastly, we observed several packet types that were relying
on unsecured MAC acknowledgments, including Data Requests
and 6LoWPAN fragments, which we took into account as we were
developing the attacks that we describe in Sections 6 and 7.

5.2.4 PAN ID Conflict Attempts. In the past, PAN ID conflict at-
tacks have been used against Zigbee devices in order to disconnect
them from their networks [5, 12]. In order to test whether our
Thread network is susceptible to a similar denial-of-service attack,
we attempted to cause PAN ID conflicts during an experiment by
injecting Zigbee and Thread beacons that were using the same PAN
ID as our Thread network, as well as setting another Thread Leader
to form a different Thread network with the same PAN ID as our
original Thread network while we were injecting Beacon Requests.
We did not observe any reaction from our original Thread network
when we performed the aforementioned PAN ID conflict attempts.
We incorporate this observation into one of the online password
guessing attacks that we present in Section 7.

6 ENERGY DEPLETION ATTACKS
Similar to the case of a battery-powered Zigbee device [7], there are
multiple reasons that could motivate an outside attacker to launch

5
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an energy depletion attack against a battery-powered Thread device.
For example, the attacker could target a specific battery-powered
Thread device that they would like to prevent from sending and
receiving packets until its battery is replaced. The attacker could
also launch such an attack in order to force the end user to replace
the batteries of their Thread devices more frequently than typically
expected and either increase the maintenance cost of their Thread
devices or to simply abandon them. Furthermore, by depleting the
energy of a battery-powered Thread device, the attacker could trick
the end user into factory resetting it and recommissioning it to their
Thread network, as we further discuss in Section 7. In Section 6.1
we delineate a set of energy depletion attacks that we hypothesized,
while in Section 6.2 we describe the setup of the experiments that
we conducted in order to test them. We report the results of our
energy depletion attack experiments in Section 6.3 and we provide
mitigation recommendations in Section 6.4.

6.1 Hypotheses
6.1.1 Spoofing Secured MAC Data Packets. As we explained in
Section 5.2.1, an outside attacker can selectively jam the Data Re-
quests that Thread devices transmit to poll for pending packets.
The first spoofed packet type that we decided to test injecting, after
the selective jamming of a Data Request and the spoofing of a MAC
acknowledgment with the Frame Pending field set to one, was that
of a supposedly secured MAC Data packet. More specifically, the
attacker could use the short addresses from previous Data Requests
of the targeted Thread Sleepy End Device to forge them with the
Frame Pending field always set to one in order to trick it into wast-
ing its energy instead of returning to its energy-saving sleep mode.
However, given that the Frame Pending field is a MAC header field
and that the verification process would expectedly fail on the MAC
layer for such packets, we decided to test additional spoofed packet
types in case that approach turned out to be ineffective.

6.1.2 Spoofing Secured MLE Commands. Based on our observa-
tions in Section 5.2.2 about the security services that legitimate
MLE commands were utilizing, we decided to also test the injection
of MLE commands that are supposedly secured only on the MLE
layer. The attacker could forge them using the extended addresses
from legitimate MLE commands, as well as 34-byte Data Requests,
but with the Frame Pending field always set to one. The rationale
behind this decision was that there may be a lack of cross-layer
communication regarding the Frame Pending field on the MAC
layer and the result of the verification process on the MLE layer.

6.1.3 Spoofing Invalid MLE Commands. Given that the MLE layer
uses the same security suite as the MAC layer [31], we considered
the scenario where the result of the verification process could affect
the transmission of new Data Requests regardless of whether it
was performed on the MAC or the MLE layer. For that reason, we
decided to test injecting supposedly secured MLE commands with
deliberately incorrect UDP checksums because, after the decompres-
sion of their IPv6 and UDP headers, they could be discarded without
MLE-layer verification and without informing the component that
is responsible for the transmission of new Data Requests.

6.1.4 Spoofing Unsecured 6LoWPAN Fragments. The last spoofed
packet type that we decided to test injecting was that of an un-
secured 6LoWPAN fragment. Unlike the aforementioned spoofed
packet types, the receiver of an unsecured 6LoWPAN fragment
may not be able to verify the authenticity of the message until
they reassemble all of its fragments. The attacker could then keep
transmitting fragments of supposedly different messages by us-
ing different datagram tag values. Depending on how the receiver
manages the storage of unassembled fragments, the attacker could
potentially trick the receiver into exhausting their memory with
such an attack. Although we did not observe any fragmented MLE
commands during our packet analysis experiments, we decided to
use the source and destination port numbers that MLE commands
use for our spoofed first fragments. Furthermore, it is important to
note that a receiver may process a subsequent fragment that arrived
before the first fragment [35]. For that reason, we decided to test
the injection of first fragments and the injection of subsequent frag-
ments separately because subsequent fragments of UDP messages
do not have to include source and destination port numbers.

6.2 Setup
We used the same packet capturing tools for our energy depletion
attack experiments, while forming Thread networks that consisted
of only a Thread Leader and a Thread Sleepy End Device, that we
described in Section 5.1. More specifically, we conducted five energy
depletion attack experiments that differed only in terms of the type
of the spoofed packets, which corresponded to (a) secured MAC
Data packets, (b) secured MLE commands with correct UDP check-
sums, (c) secured MLE commands with incorrect UDP checksums,
(d) unsecured 6LoWPAN first fragments, and (e) unsecured 6LoW-
PAN subsequent fragments. We modified the existing implementa-
tion of an energy depletion attack against battery-powered Zigbee
devices of the atusb-attacks repository [3] in order to launch our
energy depletion attacks with an ATUSB [44] against our Thread
Sleepy End Device.8 Instead, we considered an energy depletion
attack experiment successful if our ATUSB could cause our Thread
Sleepy End Device to keep transmitting new Data Requests over a
long period of time, similar to how commercial battery-powered
Zigbee devices have behaved during this type of attack [6]. We
configured our ATUSB to selectively jam 22-byte MAC commands
of our Thread network and inject spoofed packets for 30 seconds
before allowing our Thread devices to communicate normally for 3
seconds and then wait for the next Data Request to repeat the same
process. Furthermore, after the completion of the aforementioned
experiments, we used a USB tester to collect power measurements
of our Thread Sleepy End Device during our energy depletion attack
where supposedly secured MLE commands were injected.

6.3 Findings
As we can see in Figure 5a and Figure 5b, our ATUSB was able to se-
lectively jam each 22-byte Data Request that our Thread Sleepy End
Device transmitted, as indicated by the 1-byte and 22-byte invalid
packets that we captured, and then spoof a MAC acknowledgment
with the expected MAC sequence number. After that, our ATUSB

8Our proof-of-concept attacks will be available on the atusb-attacks repository.
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Figure 5: Screenshots of captured packets during energy depletion attack experiments, where the attacker was spoofing either
(a) a secured MAC Data packet or (b) a secured MLE command, after the selective jamming of a Data Request and the spoofing
of a corresponding MAC acknowledgment.

 0

 100

 200

 300

 400

 500

 0  300  600  900  1200  1500  1800  2100  2400  2700  3000  3300  3600

N
u
m

b
e
r 

o
f 
C

a
p
tu

re
d

P
a
c
k
e
ts

 p
e
r 

S
e
c
o
n
d

Time (seconds)

(a)

 0

 100

 200

 300

 400

 500

 0  300  600  900  1200  1500  1800  2100  2400  2700  3000  3300  3600

N
u
m

b
e
r 

o
f 
C

a
p
tu

re
d

P
a
c
k
e
ts

 p
e
r 

S
e
c
o
n
d

Time (seconds)

(b)

Figure 6: Number of captured packets per second during energy depletion attack experiments, where the attacker was spoofing
either (a) a secured MAC Data packet or (b) a secured MLE command, after the selective jamming of a Data Request and the
spoofing of a corresponding MAC acknowledgment.

injected a spoofed packet that our Thread Sleepy End Device ac-
knowledged. In the case where a supposedly secured MAC Data
packet was injected after each spoofed MAC acknowledgment, our
Thread Sleepy End Device transmitted a new Data Request only five
times and then it appears that it returned to its sleep mode, with the
same pattern repeating during its next polling period. Therefore,
the impact of this attack is expected to be low because the targeted
Thread Sleepy End Device would still spend most of its time in sleep
mode. This is also evident from Figure 6a, which shows only a small
increase in the number of captured packets per second during this
attack. However, when we were injecting any of the other spoofed
packet types that we tested, our Thread Sleepy End Device kept

transmitting new Data Requests until our ATUSB allowed one of
them to reach our Thread Leader as we next discuss.

The attack where secured MLE commands were injected (as
shown in Figure 5b) is expected to have the highest impact among
the energy depletion attacks that we tested because the targeted
Thread Sleepy End Device would keep performing unnecessary
security computations as part of the verification process for all
these spoofed packets. As we can observe in Figure 6b, the number
of captured packets per second increased significantly during each
30-second period that our ATUSB was selectively jamming Data
Requests and injecting supposedly secured MLE commands. Fur-
thermore, according to the power measurements that we collected
with our USB tester and provide in Figure 7, the power of our Thread

7
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Figure 7: Collected power measurements of our develop-
ment board that operated as a Thread Sleepy End Device,
from about 45 seconds before the selective jamming of its
Data Requests and injection of spoofed MAC acknowledg-
ments and supposedly secured MLE commands.

Sleepy End Device was approximately 0.05 watts shortly before our
attack started, while it was approximately 0.104 watts during the
spoofing of secured MLE commands by our ATUSB. Regarding the
attack where invalid MLE commands were injected, even though
the targeted Thread Sleepy End Device may not perform any unnec-
essary security computations in this case, the impact of this attack
is still expected to be significant because it would be wasting its
energy receiving and transmitting packets for long periods of time
instead of conserving its energy in sleep mode. The same argument
applies for the injection of unsecured 6LoWPAN first fragments
and unsecured 6LoWPAN subsequent fragments. Regarding the
receiver’s potential memory exhaustion that we hypothesized in
Section 6.1.4, we did not observe any immediate interruptions in its
operation. Lastly, we did not observe any difference in the handling
of first and subsequent fragments, making both of them potential
options for energy depletion purposes.

6.4 Recommendations
While there is a straightforward mitigation strategy for the second
and third energy depletion attack (that is, making the result of the
MLE verification process and the UDP integrity check affect the
transmission of new Data Requests), mitigating the fourth energy
depletion attack is not as simple because, as we mentioned in Sec-
tion 5.2.3, unsecured 6LoWPAN fragments are being legitimately
used in Thread networks. One potential approach is to make Thread
Sleepy End Devices ignore unsecured 6LoWPAN fragments that
are destined for ports where unsecured fragmentation is not ex-
pected. However, it is important to keep in mind that, according
to RFC 4944, a receiver may process a subsequent fragment that
arrived before the first fragment [35]. This complicates the devel-
opment of an effective mitigation strategy because a subsequent
fragment may not include a destination port number.

7 ONLINE PASSWORD GUESSING ATTACKS
As noted in RFC 8236, there is nothing to prevent an online attacker
from trying a random guess of the shared low-entropy password
during the key exchange process [25]. Furthermore, it appears that
RFC 8236 only provides recommendations for the handling of on-
line password guessing attacks. This motivated us to implement
proof-of-concept attacks in order to study the feasibility and associ-
ated risk of such attacks against OpenThread-enabled devices. We

present our online password guessing attacks in Section 7.1 and we
describe the setup of the corresponding experiments that we con-
ducted in Section 7.2. In Section 7.3 we discuss the results of these
experiments, while in Section 7.4 we provide recommendations
regarding the security of the Thread commissioning process.

7.1 Hypotheses
7.1.1 Impersonating the Joiner. If the OpenThread user does not
specify the 64-bit IEEE address of the Thread device that they want
to commission, then the attacker could perform multiple password
guesses during the period that the commissioner is accepting new
Thread devices. Furthermore, the attacker could potentially trick
the end user into restarting the commissioning process by prevent-
ing the legitimate Thread device from joining their Thread network
to perform more password guesses. The attacker could achieve
that by selectively jamming unsecured first fragments that use the
joiner UDP port, which would prevent the reassembly of Client
Hello messages. More specifically, in order to allow only the im-
personating joiner to complete the DTLS handshake, the selective
jammer should ignore first fragments that are exchanged between
two specified extended MAC addresses (the commissioner’s and the
impersonator’s). In addition, since 6LoWPAN fragments rely on un-
secured MAC acknowledgments, the attacker could spoof one after
each selectively jammed first fragment to trick the corresponding
Thread device into thinking that it was received successfully.

7.1.2 Impersonating the Commissioner. Alternatively, instead of
impersonating a joiner to perform online password guesses, an
attacker could also impersonate a commissioner. Note that, in order
for a joiner to attempt to join a Thread network for the first time,
they first have to learn some basic information about the end user’s
Thread network (such as its PAN ID), which they can request by
transmitting Beacon Requests and Discovery Requests. However,
an attacker could set up a device to operate as a fully functional
commissioner for a different Thread network that would accept a
guessed password, while another device is selectively jamming the
Thread beacons and Discovery Responses of the legitimate Thread
network in order to trick the joiner into initiating a DTLS hand-
shake with the impersonating commissioner. Even if the legitimate
commissioner specified the joiner’s 64-bit IEEE address, the im-
personating commissioner can simply be configured to accept any
joiner. Furthermore, even if the joiner was already aware of the le-
gitimate commissioner’s PAN ID, the impersonating commissioner
could also be configured to use the same PAN ID without causing a
PAN ID conflict, as we discovered during the experiment that we
discussed in Section 5.2.4. Therefore, in order to trick the joiner into
interacting with the impersonating commissioner instead of the
legitimate commissioner, the attacker can selectively jam Thread
beacons and Discovery Responses with the corresponding PAN
ID, except for the ones whose source address corresponds to the
extended address of the impersonating commissioner.

7.2 Setup
We conducted 11 experiments in order to study the feasibility and
associated risk of the online password guessing attacks that we hy-
pothesized, while using the packet capturing tools that we described
in Section 5.1. We used FTD joiners for all of our online password

8
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Figure 8: Screenshot of captured packets during an online password guessing attack experiment, where the attacker selectively
jammed the unsecured 6LoWPAN first fragments of the legitimate joiner, while spoofing a MAC acknowledgment for each
selectively jammed packet, in order to prevent the reassembly of the legitimate joiner’s Client Hello message and to perform
online password guesses by impersonating a joiner.

guessing attack experiments, which interacted with a commissioner
directly. We implemented the selective jamming functionality of
our attacks9 by utilizing the framework of the atusb-attacks
repository [3], which we then launched with an ATUSB [44].

7.3 Findings
As we can see in Figure 8, our ATUSB was able to selectively jam
the first fragment of the legitimate joiner’s Client Hello message
(indicated by the 72-byte invalid packet that was captured) and to
spoof a corresponding MAC acknowledgment. This caused the le-
gitimate joiner to continue transmitting the remaining fragments of
the Client Hello message, after which the legitimate joiner was an-
ticipating to receive a Hello Verify Request message. However, the
commissioner was still waiting to receive the first fragment of the
legitimate joiner’s Client Hello message. After a few seconds, the
legitimate joiner attempted to transmit a new Client Hello message,
with the same pattern repeating for about 2 minutes (the default
duration of a commissioning period). During a single commission-
ing period, we were able to test 13 deliberately incorrect passwords
by using OpenThread’s CLI with an impersonating joiner, whose
first fragments were not selectively jammed (as indicated by the
successful reassembly of the Client Hello message and the corre-
sponding Hello Verify Request message in Figure 8). While this is a
small number of password guesses given the much larger number
of possible passwords, in a real-world setting, an attacker could
trick the end user into restarting the commissioning process by
preventing a legitimate Thread device from joining the end user’s
Thread network to perform more password guesses. In addition, if
the password is hard coded, the attacker could try guessing more

9Our proof-of-concept attacks will be available on the atusb-attacks repository.

passwords by tricking the end user into recommissioning their
device by depleting their energy or by using additional jamming
techniques, potentially similar to those that have been suggested
against legacy Zigbee devices [58] and Zigbee 3.0 devices [5]. How-
ever, given that OpenThread imposes a minimum password length
of six characters from an alphabet of 32 possible characters,10 the
risk of such an attack should be low as long as the end user does
not accept new Thread devices for long periods of time and does
not use an easily guessable password.

In Figure 9 we provide a screenshot of captured packets during
the experiment where our ATUSB was selectively jamming the
Thread beacons and Discovery Responses of our legitimate Thread
network, which caused our legitimate joiner to initiate a DTLS
handshake with our impersonating commissioner that was accept-
ing new Thread devices with an incorrectly guessed password. At
the time of writing, even if OpenThread users are aware of the
PAN ID of their Thread networks, they cannot provide that infor-
mation to a joiner in order to avoid initiating a DTLS handshake
with another Thread network.11 Nevertheless, OpenThread users
could create a new operational dataset with the corresponding PAN
ID12 before executing the joiner start command, even though
this does not appear to be a typical step for the commissioning
of OpenThread-enabled devices [38]. This caused the Discovery
Requests of the legitimate joiner to use the specified PAN ID as their
destination PAN ID (instead of using the broadcast PAN ID 0xffff).
However, by configuring the impersonating commissioner to also
10https://github.com/openthread/openthread/blob/
395d502576025f432e37da5538abf53ed4615700/src/core/meshcop/meshcop.cpp
11https://github.com/openthread/openthread/blob/
395d502576025f432e37da5538abf53ed4615700/src/cli/README_JOINER.md
12https://github.com/openthread/openthread/blob/
395d502576025f432e37da5538abf53ed4615700/src/cli/README_DATASET.md
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Figure 9: Screenshot of captured packets during an online password guessing attack experiment, where the attacker selec-
tively jammed the Thread beacons and Discovery Responses of the legitimate Thread network in order to trick the joiner into
initiating a DTLS handshake with the impersonating commissioner.

use the same PAN ID, the behavior that we observed was similar to
the one shown in Figure 9. Note that if the attacker already knows
the joiner’s password, then this attack could also be used in order
to hijack the joiner during its commissioning process. This could
be concerning if the corresponding password is hard coded, similar
to how Zigbee 3.0 devices are currently using hard-coded install
codes [57, p. 73], since in that case it could be leaked if it is not
properly secured.

7.4 Recommendations
As noted in RFC 8236, consecutively incorrect password guesses
can be easily detected with a false authentication counter in order
to thwart subsequent password guesses [25]. In real-world deploy-
ments, a warning should be raised whenever multiple incorrect
password guesses are detected so that the end user can stop the
commissioning process and take appropriate actions. Furthermore,
we recommend that commercial Thread devices are manufactured
to provide a dedicated indication whenever the commissioning
process fails because the commissioner expected a different pass-
word, so that the end users would not restart the commissioning
process and enable the attacker to perform more password guesses.
Similarly, we recommend raising a warning whenever a PAN ID
conflict is observed so that the end user can prevent the attacker
from interacting with the legitimate joiner. Finally, to enhance the
security of the commissioning process, commercial Thread devices
should ideally be manufactured to enable end users to change their
passwords over an out-of-band communication channel, so that the

end users are not forced to use hard-coded secrets in cases where
they cannot be certain that they have not been leaked.

8 CONCLUSION
In this work we present the results of our analysis on the security
of Thread networks that we formed using development boards that
were flashed with OpenThread binaries. In order to conduct our
experiments, we repurposed hardware and software tools that have
been used to analyze the security of Zigbee networks. Since both
Zigbee and Thread are based on the IEEE 802.15.4 standard, we
were able to enhance the capabilities of existing software tools to
support the security analysis of Thread networks. We made sev-
eral observations about the nature of Thread traffic, which led to
the development of energy depletion attacks and online password
guessing attacks. Furthermore, we study the susceptibility of our
Thread networks to our proof-of-concept implementations of our
hypothesized attacks. By publicly releasing our software enhance-
ments and dataset of captured Thread packets, we hope that we will
enable more researchers to study the security of Thread networks,
including the ones that Matter-enabled Thread devices will form
when they will be available as commercial smart home products.
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